## Symbols

<table>
<thead>
<tr>
<th>Operator</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>+</td>
<td>(add) operator, 50</td>
</tr>
<tr>
<td></td>
<td></td>
</tr>
<tr>
<td>\</td>
<td>(binary) subtract operator, 50</td>
</tr>
<tr>
<td>&amp;</td>
<td>(both are true) operator, 55–56</td>
</tr>
<tr>
<td>&amp;&amp;</td>
<td>(both are true/short-circuit) operator, 55–56</td>
</tr>
<tr>
<td>'r'</td>
<td>(carriage return) character, 38</td>
</tr>
<tr>
<td>/</td>
<td>(division) operator, 50</td>
</tr>
<tr>
<td>.</td>
<td>(dot) operator, 155</td>
</tr>
<tr>
<td>^</td>
<td>(either is true, not both/exclusive or) operator, 55–56</td>
</tr>
<tr>
<td></td>
<td></td>
</tr>
<tr>
<td>' '</td>
<td>(empty string), 39</td>
</tr>
<tr>
<td>==</td>
<td>(equals) operator, 120</td>
</tr>
<tr>
<td>!</td>
<td>(false/not) operator, 55</td>
</tr>
<tr>
<td>&gt;</td>
<td>(greater than) operator, 53</td>
</tr>
<tr>
<td>&gt;=</td>
<td>(greater than or equal to) operator, 53</td>
</tr>
<tr>
<td>=&gt;</td>
<td>(lambda) operator, 356</td>
</tr>
<tr>
<td>&lt;</td>
<td>(less than) operator, 53</td>
</tr>
<tr>
<td>&lt;=</td>
<td>(less than or equal to) operator, 53</td>
</tr>
<tr>
<td>%</td>
<td>(modulo) operator, 50</td>
</tr>
<tr>
<td>*</td>
<td>(multiply) operator, 50</td>
</tr>
<tr>
<td>'n'</td>
<td>(new line) character, 38</td>
</tr>
<tr>
<td>! =</td>
<td>(not equal to) operator, 52, 120</td>
</tr>
<tr>
<td>'0'</td>
<td>(null) character, 38</td>
</tr>
<tr>
<td>==</td>
<td>(same value) operator, 53</td>
</tr>
<tr>
<td>{0:# or 0 [modulo]}</td>
<td>specifier, Format() method, 141</td>
</tr>
<tr>
<td>{0:...}</td>
<td>specifier, Format() method, 140</td>
</tr>
<tr>
<td>{0:0...}</td>
<td>specifier, Format() method, 140</td>
</tr>
<tr>
<td>'t'</td>
<td>(tab) character, 38</td>
</tr>
<tr>
<td>:?</td>
<td>(ternary) operator, 67</td>
</tr>
<tr>
<td>-</td>
<td>(unary) (take negative of) operator, 50</td>
</tr>
</tbody>
</table>
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interface, 215, 305
internal, 223, 250
out, 179–180, 184–185
override, 288–290, 305
private, 220–222, 293
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“do-to-each” loop trick, 291
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overview, 104
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MixingStaticAndInstanceMethods program, 202–204
ModifyString program, 118–119
module, definition, 223
Mono, Novell (Web site), 1
multiple arguments, passing, 172–173
multiple dimensions, arrays compared to
collection classes, 103
multiple inheritance, C# restriction on, 307
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.NET
applications, 12
development of, 13–14
initiative of, 1
.NET Common Language Runtime (CLR), 3
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out keyword, 179–180, 184–185
output, controlling, string, 134–139
OutputFormatControls program, 141–143
overloading, 174–177, 243–246, 276–283
override keyword, 288–290, 305

Pad() method, 134–136
PadRight() method, 135–136
Parallel LINQ (PLINQ), 371
parameters, 362–363, 395–396. See also arguments, method
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query expressions, 379, 381–382
side effects, 230
static, 158–160, 230
property construct, definition, 228–232
protected keyword, 223, 273, 351
pseudocode, definition, 228–232
public class name modifier, 151
public keyword, 219–224, 293, 305
Publish/Subscribe design pattern, 347–352

query expressions. See also lambda expressions
adding numbers array, 398
C# features using, 368
counting product, 398
definition and functions, 368–372
factorial computing, 399–400
filter expression, 377–379
inferring data types, 47
introduction, 2, 367
methods, 391–397
overview example, 372–376
reflection, 401
selecting and grouping results, 379–389
sorting results, 389–391
summing, 399
uses for, 376–377
queue, definition, 89
Queue<T> class, 104, 110

raising events, 349–351
range of digits, floating-point variable compared to long, 35
ratios, integer’s inability to handle, 32
reachable compared to unreachable objects, 156
Read() method, 154
ReadLine() method, 64, 123, 154
readonly data member, 160
real compared to declared data type, 285
real numbers, 31–37
recurring, 282
ref keyword, 179–180, 184
Refactor Extract Method option, 167
refactoring, 163, 166–169
reference-type objects. See also string variable type
assigning, 155–157
call-by-reference feature, 182–186
definition, 40
interface as, 308, 309–310
null and zero, 187–188
reaching classes to other classes, 157–158
returning to collection classes, 321
ReferencingThisExplicitly program, 201–202
reflection and query expressions, 401
#region/#endregion, 18
regions, code, introduction, 18
Remove() method, 145
RemoveWhiteSpace program, 137–139
Reorder Parameters option, 168
repeated instructions (loops). See also
do...while, 76–77, 78–82
for, 82–84, 91–92, 96–97
infinite, 76, 84
introduction, 72–76
logical variable type, 73, 84
nesting, 85–86
scope rules, 82
string manipulation, 137–138
Replace() method, 136–138
resizing collections, 103
restriction (filter expression in queries), 373, 377–379
return statement
constructor restriction, 235
extended name, 276
interface as, 308
lambda expression, 364
method argument values, 182–186
nested loops, 86
query expressions, 375
reference types to collection classes, 321
reuse principle for programming, 254
Round() method, 75, 226–228
rounding, integer, 32
run-time compared to declared data type, 285
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SavingsAccount class, 258–260, 262–263, 273
sbyte integer type, 30
scope rules for loops, 82
SDK (.NET Software Development Kit), 3
sealed keyword, 300–301
searching, strings, 127–128
security (access control)
C# advantages, 13
class members, 219–228
classes’ responsibility for, 213–214, 215
current object access, 198–204
delegates, 340
equations in code, 409–410
interface tool for, 319–321
keywords, 219–224, 340
methods, 220–224
object members, 152, 195
in object-oriented programming, 214, 215
select operator, 373, 374, 379–389, 392
selecting from query results, 379–389
Select<T> method, 392, 398
server, terminology issues, 327
set section, 229, 231
sets, 112–115
shapes
  collection class definition, 89
  Dictionary<TKey, TValue> class, 108
SharpDevelop (Web site), 3
short-circuit evaluation operators, 56
short integer type, 30
side effects, properties with, 230
signature, delegate, 363
signed integer variables, 31
Simonyi, Charles, 42
simple operators, 49–50
SimpleDelegateExample program, 337–339
SimpleProgress program, 339–343
SimpleSavingsAccount program,
  255–257, 258
Slice() method, 207–208
Sort() method, 100, 317
sorting
  Array elements, 97–101
  Compare() method, 121
  query results, 374, 389–391
SortInterface program, 310–316
source files for executable programs, 12
source program, creating, 15–18
special characters, 38
specifiers, 139–140, 305
speed, calculation, floating-point variable
  limitations, 35
Split() method, 131–133, 138–139
SQL For Dummies (Taylor), 370
stack, definition, 89
Stack<T> class, 104, 110
statement compared to expression lambda
types, 362, 363–364
static (class) methods. See also arguments,
  method
classes, relationship to, 161, 162, 191
compared to nonstatic, 162–163, 193–197,
  202–204
definition, 161–163
with delegates, 343
equation for reference, 163–169
Find() method as, 357
instance methods, compared to, 162
introduction, 161–163
nonvoid compared to void, 186
queries, 392
value of, 170
static data members, initializing, 240
static properties, 158–160, 230
Strategy design pattern, 326–327
String class
compared to string variable type, 117
extension methods for, 205–208
formatting strings, 139–143
functions of, 120
search methods, 127–128
trimming method, 128–129
string variable type
  array sorting, 97–101
case switching, 125–127
char, compared to, 40–41
command-line input, 128–134
comparing, 120–125
constants for, 44
conversion restrictions, 45
empty string, 39, 128, 187–188
foreach loop, 126–127
formatting, 139–143
introduction, 39–40, 117–120
List<T> class, 106
logical operator restriction, 54
in methods, 171
Object class, 291
objects, compared to, 187–188
output, controlling, 134–139
restriction on modifying, 118–119
searching, 127–128
StringBuilder class, 144–145
switch statement, 71
WriteLine() method, 189
StringBuilder class, 144–145
String.Empty value, 39
Structured Query Language (SQL), 368, 369–370, 371
StudentClassWithMethods program, 193–194
Subclass class, 253, 266–270, 284
subclasses, abstract class functions, 299–300, 325
substring, 386
subroutines. See methods
substitutable classes, 262
Substring() method, 126, 128, 206–208
summing query results, 399
Sun Microsystems, 13–14
switch statement, 69–72, 86–87, 125–127
SymmetricExceptWith() method, 115
System.EventArgs class, 350
System.MulticastDelegate class, 336
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<T> notation, 104–105, 310, 357
Taylor Allen G. (author), SQL For Dummies, 370
termination problems, 411–412
ternary operator, 67
text
case in code, 19, 42, 86–87, 124, 125–127
caracter variable types, 37–40, 44, 71, 118. See also string variable type
third-party vendor languages (Web site), 14
this keyword, 199–204, 248, 282–283
time and date, variables for, 41–43
TimeSpan class, 42
Tittel, Ed (author), XML For Dummies, 370
ToArrary() method, 107
ToBoolean() method, 129
ToDouble() method, 129
ToFloat() method, 129
ToInt32() method, 120
ToInt64() method, 129
ToLower() method, 125–126
Trim() method, 128–129, 134–136
TrimEnd() method, 129
TrimFront() method, 129
triple slashes, comments, 21
true value for bool variable, 37
trunication, integer, 32
type, expression, introduction, 57–59
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uint integer type, 30
Ulong integer type, 30
unary compared to binary operators, 50
Unified Modeling Language (UML), 292, 293
union operation, sets, 112
UnionWith() method, 113, 115
unreachable compared to reachable objects, 156
unreachable memory blocks, 274
unsigned int variable, 31, 44
Update() method, 180–181, 184
uppercase strings, 125–127
usable interfaces in object-oriented programming, 213–214
ushort integer type, 30
using directive, basic console application, 18, 21
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value, passing method arguments by, 177–180
value-type variables. See also bool value-type variable; floating-point variable type; int (integer) value-type variable

basic method, 27–28
char, 38, 40–41, 44, 118
character, 37–40, 44, 71, 118
as compared to is operators with, 265
conversion of, 44–45
DateTime type, 41–43
decimal, 35–37, 45
definition, 40
double, 33–34, 35, 36, 44, 185
fractions, 31–37
inferring data types, 46–47
introduction, 27
in method arguments, 177–180
numeric constants, 43–44
real numbers, 32–35
var keyword
arrays, 102
function of, 368
inferring data types, 46–47, 363
queries, 372
in query expressions, 382
variable-length array, 92–95
VariableArrayAverage program, 92–95
variables
See also classes
See also collections
See also reference-type objects
See also value-type variables
definition, 22
grouping unlike-type, 149
as members of classes, 151
name errors, 406–407
type conversion errors, 407–409

virtual keyword, 288–290, 305, 351
virtual method, 288–290
Visual Basic, 12, 13, 14
Visual Basic .NET Database Programming
For Dummies (Mansfield), 370
Visual C#, 14–15
Visual C++, 14
Visual Studio, 1, 2, 4, 14, 15–19
void keyword, 185–186, 364
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warnings, treating as errors, 281–282
where operator, 373, 378–379, 392
Where<T> method, 392, 393, 396–397
while loop, 72–76, 84
white space, trimming, 128–129
whole numbers, int limitation to, 30

WriteLine() method
collections, 109
if statement example, 64
interfaces, 311
placeholder system, 140
workings of, 189
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X–hexadecimal specifier, Format() method, 140
XSLT, 371
XML (Extensible Markup Language), 371
XML For Dummies (Dykes and Tittel), 370
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yield statement, 375