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## 3 Stakeholder Engagement

### 3.1 The Value Stream
- 3.1.1 End Users and Other Stakeholders as Value Stream Anchors
- 3.1.2 Architecture in the Value Stream
- 3.1.3 The Lean Secret

### 3.2 The Key Stakeholders
- 3.2.1 End Users
  - Psyching Out the End Users
  - Don’t Forget Behavior
  - The End User Landscape
- 3.2.2 The Business
- 3.2.3 Customers
  - … As Contrasted with End Users
  - “Customers” in the Value Stream
- 3.2.4 Domain Experts
  - No Ivory Tower Architects
- 3.2.5 Developers and Testers

### 3.3 Process Elements of Stakeholder Engagement
- 3.3.1 Getting Started
- 3.3.2 Customer Engagement

### 3.4 The Network of Stakeholders: Trimming Wasted Time
- 3.4.1 Stovepipe Versus Swarm
- 3.4.2 The First Thing You Build
- 3.4.3 Keep the Team Together

### 3.5 No Quick Fixes, but Some Hope

## 4 Problem Definition

### 4.1 What’s Agile about Problem Definitions?
### 4.2 What’s Lean about Problem Definitions?
### 4.3 Good and Bad Problem Definitions
### 4.4 Problems and Solutions
### 4.5 The Process Around Problem Definitions
  - 4.5.1 Value the Hunt Over the Prize
  - 4.5.2 Problem Ownership
  - 4.5.3 Creeping Featurism
### 4.6 Problem Definitions, Goals, Charters, Visions, and Objectives
### 4.7 Documentation?

## 5 What the System Is, Part 1: Lean Architecture

### 5.1 Some Surprises about Architecture
- 5.1.1 What’s Lean about This?
- Deliberation and “Pull”
- Failure-Proof Constraints or Poka-Yoke
- The Lean Mantras of Conservation, Consistency, and Focus
- 5.1.2 What’s Agile about Architecture?
- It’s All About Individuals and Interactions
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